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# Вариант 6

Разработать программу, реализующую алгоритмы растериза ции отрезков с их последующей прорисовкой. Вывести рисунок в со ответствии с вариантом. Для вывода отрезков использовать: − алгоритм ЦДА; − алгоритм Брезенхема; − целочисленный алгоритм Брезенхема;

6. Вывести полилинию по заданным координатам четырёх вер шин.

Ссылка на открытый гит репозиторий https://github.com/xxyofu/GraphicsLaba3

# 2. Программа

# #include <iostream>

# #include <fstream>

# #include <vector>

# #include <string>

# #include <sstream>

# #include <cmath>

# #define PI 3.14159265358979323846

# using namespace std;

# struct RGB {

# unsigned char r, g, b;

# };

# struct Point {

# int x, y;

# };

# class Image1

# {

# public:

# int width, height;

# std::string magic\_number;

# std::vector<RGB> pixels;

# Image1(const string& filepath)

# {

# ifstream stream(filepath, ios::binary);

# if (!stream) {

# cout << "Cant open file" << endl;

# return;

# }

# stream >> magic\_number;

# stream.ignore(100, '\n');

# stream >> width >> height;

# stream.ignore(100, '\n');

# stream.ignore(100, '\n');

# pixels.resize(width \* height);

# if(magic\_number=="P6"){

# stream.read(reinterpret\_cast<char\*>(pixels.data()), pixels.size() \* sizeof(RGB));

# }else if (magic\_number=="P3"){

# for (int i = 0; i < width \* height; i++) {

# int r, g, b;

# stream >> r >> g >> b;

# pixels[i] = {static\_cast<unsigned char>(r),

# static\_cast<unsigned char>(g),

# static\_cast<unsigned char>(b)};

# }

# }else{

# return;

# }

# }

# void Replace\_Pixel(int x, int y, unsigned char r, unsigned char g, unsigned char b)

# {

# pixels[y \* width + x] = { r, g, b };

# }

# bool Save\_image(const string& filepath)

# {

# ofstream stream(filepath, ios::binary);

# if (!stream) {

# cout << "Cant make file" << endl;

# return false;

# }

# stream << "P6\n" << width << " " << height << "\n255\n";

# stream.write(reinterpret\_cast<const char\*>(pixels.data()), pixels.size() \* sizeof(RGB));

# return true;

# }

# };

# double Sign(double x){

# if(x>0)

# return 1.0;

# else if(x==0)

# return 0;

# else

# return -1.0;

# }

# class Canvas1 {

# public:

# int width, height;

# std::vector<RGB> pixels;

# Canvas1(const int& w, const int& h)

# {

# width = w;

# height = h;

# pixels.assign(width \* height,{255,255,255});

# }

# void Replace\_Pixel(int x, int y, RGB& color)

# {

# pixels[y \* width + x] = color;

# }

# void DrawLine(Point p1, Point p2, RGB& color)

# {

# int stepx = abs(p2.x - p1.x);

# int stepy = abs(p2.y - p1.y);

# int d = (stepx > stepy) ? stepx : stepy;

# int sx = (p1.x < p2.x) ? 1 : -1;

# int sy = (p1.y < p2.y) ? 1 : -1;

# int bx = 0;

# int by = 0;

# while (true) {

# if (p1.x == p2.x && p1.y == p2.y) break;

# Replace\_Pixel(p1.x, p1.y, color);

# bx += stepx;

# by += stepy;

# p1.x += sx\*(bx / d);

# p1.y += sy \* (by / d);

# bx %= d;

# by %= d;

# }

# 

# }

# void CopyLine(Point p1, Point p2, Point i1, Point i2, Image1 image)

# {

# int stepx = abs(p2.x - p1.x);

# int stepy = abs(p2.y - p1.y);

# int d = (stepx > stepy) ? stepx : stepy;

# int sx = (p1.x < p2.x) ? 1 : -1;

# int sy = (p1.y < p2.y) ? 1 : -1;

# int bx = 0;

# int by = 0;

# int istepx = abs(i2.x - i1.x);

# int istepy = abs(i2.y - i1.y);

# int id = (istepx > istepy) ? istepx : istepy;

# int isx = (i1.x < i2.x) ? 1 : -1;

# int isy = (i1.y < i2.y) ? 1 : -1;

# int ibx = 0;

# int iby = 0;

# while (true) {

# if (p1.x == p2.x && p1.y == p2.y) break;

# Replace\_Pixel(p1.x, p1.y, image.pixels[i1.y\*image.width+i1.x]);

# bx += stepx;

# by += stepy;

# p1.x += sx \* (bx / d);

# p1.y += sy \* (by / d);

# bx %= d;

# by %= d;

# ibx += istepx;

# iby += istepy;

# i1.x += isx \* (ibx / id);

# i1.y += isy \* (iby / id);

# ibx %= id;

# iby %= id;

# }

# }

# void CDA(Point start, Point end,RGB color)

# {

# double L;

# if (abs(start.x - end.x) >= abs(start.y - end.y)) {

# L = abs(start.x - end.x);

# }

# else {

# L = abs(start.y - end.y);

# }

# double dx = (double)(end.x - start.x) / L;

# double dy = (double)(end.y - start.y) / L;

# double x = start.x + 0.5 \* Sign(dx);

# double y = start.y + 0.5 \* Sign(dy);

# for (int i = 1; i < L + 1; i++) {

# Replace\_Pixel(floor(x),floor(y), color);

# x += dx;

# y += dy;

# }

# }

# void Brezenhem(Point start, Point end, RGB color)

# {

# double dx = (double)(end.x - start.x);

# double dy = (double)(end.y - start.y);

# double sx = Sign(dx);

# double sy = Sign(dy);

# dx = abs(dx);

# dy = abs(dy);

# int flag = 0;

# if (dx < dy) {

# double t = dx;

# dx = dy;

# dy = t;

# flag = 1;

# }

# double f = dy / dx - 0.5;

# double x = start.x;

# double y = start.y;

# for(int i =0;i<dx;i++)

# {

# Replace\_Pixel(floor(x), floor(y), color);

# if (f >= 0) {

# if (flag == 1) {

# x = x + sx;

# }

# else {

# y = y + sy;

# }

# f -= 1;

# }

# if (flag == 1) {

# y = y + sy;

# }

# else {

# x = x + sx;

# }

# f = f + dy / dx;

# };

# }

# void BrezenhemC(Point start, Point end, RGB color)

# {

# int dx = (end.x - start.x);

# int dy = (end.y - start.y);

# int sx = Sign(dx);

# int sy = Sign(dy);

# dx = abs(dx);

# dy = abs(dy);

# int flag = 0;

# if (dx < dy) {

# int t = dx;

# dx = dy;

# dy = t;

# flag = 1;

# }

# int f = 2\*dy - dx;

# int x = start.x;

# int y = start.y;

# for (int i = 0; i < dx; i++)

# {

# Replace\_Pixel(floor(x), floor(y), color);

# if (f >= 0) {

# if (flag == 1) {

# x = x + sx;

# }

# else {

# y = y + sy;

# }

# f -= 2 \* dx;

# }

# if (flag == 1) {

# y = y + sy;

# }

# else {

# x = x + sx;

# }

# f = f + 2\*dy;

# };

# }

# void CopyPart(Image1& image, Point destcircle\_center, Point circle\_center, int radius)

# {

# //Point e{ place.x + end.x - start.x, place.y + end.y - start.y };

# //(i-radius)/radius

# // for (int i = 0; i < radius\*2; i++)

# // {

# //     CopyLine({destcircle\_center.x+(i-radius),destcircle\_center.y+int(acos((i-radius)/radius)\*radius/PI/2)}, {destcircle\_center.x+(i-radius),destcircle\_center.y-int(acos((i-radius)/radius)\*radius/PI/2)}, {circle\_center.x+(i-radius),circle\_center.y+int(acos((i-radius)/radius)\*radius/PI/2)}, {circle\_center.x+(i-radius),circle\_center.y-int(acos((i-radius)/radius)\*radius/PI/2)}, image);

# // }

# for (int y = -radius; y <= radius; y++)

# {

# for (int x = -radius; x <= radius; x++)

# {

# 

# if (x\*x + y\*y <= radius\*radius)

# {

# 

# int src\_x = circle\_center.x + x;

# int src\_y = circle\_center.y + y;

# int dest\_x = destcircle\_center.x + x;

# int dest\_y = destcircle\_center.y + y;

# 

# 

# if (src\_x >= 0 && src\_x < image.width &&

# src\_y >= 0 && src\_y < image.height &&

# dest\_x >= 0 && dest\_x < image.width &&

# dest\_y >= 0 && dest\_y < image.height)

# {

# Replace\_Pixel(dest\_x, dest\_y, image.pixels[src\_y \* image.width + src\_x]);

# }

# }

# }

# }

# }

# void DrawFunk(Point zero, int l, RGB color)

# {

# for (int i = 1; i <= l; i += 1)

# {

# //cout << zero.x + i << ' '<< sin(2 \* PI \* ((double)i / step)) << '\n';

# DrawLine({zero.x+i,zero.y-int(log(double(i)/100.0))}, {zero.x+i+1,zero.y-int(log(double(i+1)/100.0))}, color);

# }

# }

# bool Save\_Canvas(const string& filepath, std::string magic\_number)

# {

# ofstream stream(filepath, ios::binary);

# if (!stream) {

# cout << "Cant make file" << endl;

# return false;

# }

# if(magic\_number == "P6"){

# stream << "P6\n" << width << " " << height << "\n255\n";

# stream.write(reinterpret\_cast<const char\*>(pixels.data()), pixels.size() \* sizeof(RGB));

# return true;

# }else if (magic\_number=="P3"){

# stream << "P3\n" << width << " " << height << "\n255\n";

# for (int i = 0; i < height; i++) {

# for (int j = 0; j < width; j++) {

# const RGB& pixel = pixels[i \* width + j];

# stream << static\_cast<int>(pixel.r) << " "

# << static\_cast<int>(pixel.g) << " "

# << static\_cast<int>(pixel.b);

# if (j < width - 1) stream << " ";

# }

# stream << "\n";

# }

# return true;

# }else{

# return false;

# }

# }

# };

# int main(int argc, char \*argv[])

# {

# //string input = "input.ppm";

# string output = "output";

# if(argc==2){

# output = argv[1];

# }

# // }else if(argc==3){

# //     input = argv[1];

# //     output = argv[2];

# // }

# RGB color = { 0,0,0 };

# Canvas1 cda(100, 100);

# Canvas1 brezenhem(100,100);

# Canvas1 int\_brezenhem(100,100);

# // cda.CDA({40, 40},{50,50},color);

# Point polyline[4];

# for (int i = 0; i < 4; i++) {

# cout << "Point " << i + 1 << ": ";

# cin >> polyline[i].x >> polyline[i].y;

# }

# // polyline.push\_back({10, 20});

# // polyline.push\_back({30, 20});

# // polyline.push\_back({10, 40});

# // polyline.push\_back({30, 40});

# for(int i = 0; i<3; i++){

# cda.CDA(polyline[i], polyline[i+1], color);

# brezenhem.Brezenhem(polyline[i], polyline[i+1], color);

# int\_brezenhem.BrezenhemC(polyline[i], polyline[i+1], color);

# }

# cda.Save\_Canvas(output+".ppm", "P6");

# brezenhem.Save\_Canvas(output+"(1).ppm", "P3");

# int\_brezenhem.Save\_Canvas(output+"(2).ppm", "P6");

# }

# 3. Форма программы

Программа выполнена на языке C++ и запускается в консоли. Вызов осуществляется из командной строки с вводом точек:

![A black screen with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

4. Созданные изображения

CDA
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Brezenhem
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Brezenhem(integer)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAycAAALBCAYAAABCw96CAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABHWSURBVHhe7doxjuW6lkVBsadEW5qi5iS/xsT2+Z3KfAnluoUIQM52jr0gjrXWOgAAAH7Z/+0DAADAbxAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACAhvXDjuP4te88z//Z3vzcd3/f3vzcd3/f3vzcd3/f3vzcd59/hz8nAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgYay11j7+F9d17dNr5pzHnz9/9vk17rvvvvu/xX333Xf/txTu3/e9z3yoH48TAADeNcbYp9ec53k8z7PP8C2edQEAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgISx1lr7CADA57iua59eM+c87vveZ/gWcQIA8B+NMfbpNed5Hs/z7DN8JM+6AACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAwlhrrX0EAODvXde1T6+Zcx73fe8zfCRxAgB8vDHGPr3mPM/jeZ59Br7Bsy4AACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAw1lprHwEAPsl1Xfv0mjnncd/3PgPfIE4AgP9sjLFPrznP83ieZ5+BD+RZFwAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBhrrbWPAABfcV3XPr1mznnc973PwAcSJwDwDxhj7NNrzvM8nufZZ4Av86wLAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkjLXW2kcA4LNc17VPr5lzHvd97zPAl4kTAPgBY4x9es15nsfzPPsM8HE86wIAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAljrbX2EQD4muu69uk1c87jvu99Bvg44gSAf8IYY59ec57n8TzPPgPwRZ51AQAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACAhLHWWvsIAJ/muq59es2c87jve58B+CJxAsCPGGPs02vO8zye59lnAD6MZ10AAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBhrLXWPgLAV13XtU+vmXMe933vMwAfRpwA/CPGGPv0mvM8j+d59hkAvsSzLgAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkDDWWmsfAfg813Xt02vmnMd93/sMAF8iTgB+yBhjn15znufxPM8+A8BH8awLAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkjLXW2kcAvu66rn16zZzzuO97nwHgo4gT4J8xxtin15zneTzPs88AwBd41gUAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLGWmvtI8Anuq5rn14z5zzu+95nAOALxAnwY8YY+/Sa8zyP53n2GQD4IJ51AQAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACAhLHWWvsI8B3Xde3Ta+acx33f+wwAfBBxAv+QMcY+veY8z+N5nn0GAPhrnnUBAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAICEsdZa+wh8puu69uk1c87jvu99BgD4a+IEftAYY59ec57n8TzPPgMAfAzPugAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQMJYa619BL7nuq59es2c87jve58BAD6GOOGfMsbYp9ec53k8z7PPAAD8Jc+6AACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAwlhrrX2ET3Vd1z69Zs553Pe9zwAA/CVxwo8aY+zTa87zPJ7n2WcAAD6EZ10AAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBhrLXWPsJ3Xde1T6+Zcx73fe8zAAAfQpz8Y8YY+/Sa8zyP53n2GQAA/opnXQAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIGGstdY+8rmu69qn18w5j/u+9xkAAP6KOPlhY4x9es15nsfzPPsMAAAfwbMuAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQMNZaax/5vuu69uk1c87jvu99BgCAj/DPxckYY59ec57n8TzPPgMAAH/Bsy4AACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAw1lprHz/ZdV379Jo553Hf9z4DAAB/Y/2w4zh+7TvP83+2Nz/33d+3Nz/33d+3Nz/33d+3Nz/3f/8+/BTPugAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQII4AQAAEsQJAACQIE4AAIAEcQIAACSIEwAAIEGcAAAACeIEAABIECcAAECCOAEAABLECQAAkCBOAACABHECAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAgQZwAAAAJ4gQAAEgQJwAAQMJYa619/C+u69qn18w5jz9//uzza9x33333f4v77rvv/m+Zcx73fe8zfMuPxwkAAMB3eNYFAAAkiBMAACBBnAAAAAniBAAASBAnAABAgjgBAAASxAkAAJAgTgAAgARxAgAAJIgTAAAg4f8BBFmFySYKc/MAAAAASUVORK5CYII=)

Между алгоритмом CDA и Брезенхейма видна небольшая разница в основании буквы.

# 5. Ответы на контрольные вопросы

**1. Что такое пиксель?**

**Пиксель** (от английского *picture element* — элемент изображения) — это наименьший логический и адресуемый элемент растрового изображения.

Если представить себе изображение как мозаику, то пиксель — это одна цветная плиточка в этой мозаике.

* **Физически** (на экране монитора, телефона, телевизора) — это крошечный светящийся элемент (субпиксели красного, зеленого и синего цвета), который вместе с другими формирует картинку.
* **Логически** (в памяти компьютера, в файле изображения) — это точка с определенными координатами (x, y) и цветом, закодированным в виде числового значения.

Количество пикселей на единицу площади определяет **разрешение** изображения. Чем больше пикселей, тем более детализированным и четким выглядит изображение.

**2. Что такое растровое изображение?**

**Растровое изображение** — это изображение, представленное в виде прямоугольной сетки пикселей (растра), каждый из которых имеет свой цвет.

Проще говоря, это "цифровая фотография". Файлы таких изображений хранят информацию о цвете каждого пикселя и общем размере сетки (например, 1920x1080 пикселей).

**Ключевые характеристики:**

* **Размер в пикселях:** Ширина и высота изображения (например, 800x600).
* **Цветовая глубина:** Количество бит, отводимое на кодирование цвета одного пикселя (например, 8 бит для черно-белого, 24 бита для TrueColor, что дает более 16 миллионов оттенков).
* **Разрешение:** Количество пикселей на дюйм (PPI - Pixels Per Inch). Влияет на физический размер при печати.

**Преимущества:**

* Идеальная передача плавных цветовых переходов и сложных эффектов (например, фотографии, реалистичные рисунки).

**Недостатки:**

* **Потеря качества при масштабировании:** При сильном увеличении изображение становится размытым и появляется "пикселизация" (становятся видны отдельные квадратные пиксели).
* Большой размер файла для изображений высокого разрешения.

**Примеры форматов:** JPEG, PNG, GIF, BMP, TIFF.

**3. Для чего нужны алгоритмы растеризации отрезков?**

**Алгоритмы растеризации отрезков** нужны для того, чтобы перевести математический, "идеальный" отрезок (заданный двумя конечными точками с вещественными координатами) в набор пикселей на растровом устройстве (экране, принтере).

Поскольку экран состоит из дискретных пикселей, а координаты отрезка непрерывны, компьютер должен решить, **какие именно пиксели нужно "зажечь"**, чтобы наилучшим образом аппроксимировать этот отрезок.

**Основные цели этих алгоритмов:**

1. **Визуализация:** Нарисовать отрезок на экране так, чтобы он выглядел прямым и ровным для человеческого глаза.
2. **Эффективность:** Сделать этот процесс максимально быстрым, так как в сложных сценах (например, в 3D-играх) нужно рисовать тысячи линий за доли секунды.
3. **Качество:** Обеспечить равномерную толщину и плотность линии, избежать "лестничного эффекта" (ступенчатости) или минимизировать его.

**4. Какие ещё алгоритмы растеризации отрезков существуют?**

Помимо простейшего алгоритма, основанного на уравнении прямой y = kx + b (который медленный и неэффективный из-за использования вещественной арифметики и округлений), существуют более совершенные алгоритмы. Самый известный и фундаментальный из них — **Алгоритм Брезенхема**.

**Алгоритм Брезенхема для отрезков (1962 год)**

Этот алгоритм использует только **целочисленную арифметику** (сложение, вычитание и умножение на 2), что делает его очень быстрым.

**Принцип работы (для отрезков с углом наклона меньше 45°):**  
На каждом шаге по оси x алгоритм выбирает, какой пиксель по оси y зажечь: текущий (y) или следующий (y+1). Выбор делается на основе анализа **ошибки** — расстояния между идеальным положением отрезка и центрами пикселей. Алгоритм оперирует целочисленной переменной решения, которая обновляется на каждом шаге.

**Преимущества:**

* Высокая скорость.
* Отсутствие операций с вещественными числами.
* Простота реализации.

**Алгоритм ЦДА (Цифровой Дифференциальный Анализатор)**

Этот алгоритм работает по принципу приращений.

**Принцип работы:**  
Вычисляются приращения dx и dy. Из них выбирается большее по модулю, и координаты отрезка на каждом шаге увеличиваются на dx / Steps и dy / Steps, где Steps = max(|dx|, |dy|). Это позволяет пройти по всем основным точкам отрезка.

**Преимущества:**

* Проще для понимания, чем Брезенхем.
* Работает с вещественными числами, но все же быстрее наивного метода.

**Недостатки по сравнению с Брезенхемом:**

* Использует вещественную арифметику, что медленнее целочисленной.
* Может накапливать ошибку округления.

**Итог:** **Алгоритм Брезенхема** является де-факто стандартом для растеризации отрезков в большинстве графических библиотек и аппаратного обеспечения из-за своей исключительной эффективности.